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You: "What's an 'Agda'?"
Me: "It's a proof assistant!"

You: "What's a proof assistant?"
Me: "Uh..."



ACL2, Agda, Agda 2, Albatross, ALF, Aquarius, ATS, Automath, 
 a blackboard, Blodwen, Cambridge LCF, Cayenne, Cedille, Clam, 

Clam 2, Clam 3, CLIN, Coq, Dafny, Dependent ML, DISCOUNT, 
Epigram, EQP, ETPS, F*, Haskell, HOL Light, HOL4, HOL88, HOL90, 
Idris, IMPS, InKa, Intercal, Isabelle, Jape, KeY, LambdaClam, 

LCF77, Lean, LEGO, Logic Theorist, Mace, Mace4, Matita, Metamath, 
me, MINLOG, Mizar, MKRP, NQTHM, NuPRL, OLEG, OMEGA, OSHL, 
Otter, Peers, Peers-mcd.a, Peers-mcd.b, Peers-mcd.c, Peers-

mcd.d, PhoX, PLTP, PRESS, ProCom, Prover9, PRV, PVS, RDL, scunac, 
SETHEO, SNARK, SASyLF, TPS, Twelf, Tutch, Typelab, Yarrow



Coq
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You: "Why use proof assistant in my class?"
Me: "This... is all I've ever known???"





Lambda, 
The Ultimate TA

Benjamin C. Pierce
University of Pennsylvania

Using a Proof Assistant to Teach 
Programming Language Foundations

ICFP 2009



Logic 

• Inductively defined relations

• Inductive proof techniques

Functional Programming 

• programs as data, 
polymorphism, recursion, ...

PL Theory 

• Precise description of program 
structure and behavior
• operational semantics

• lambda-calculus

• Program correctness
• Hoare Logic

• Types 

My List



Oops, forgot one thing...

• The difficulty with teaching many of these 
topics is that they presuppose the ability to 
read and write mathematical proofs.

• In a course for arbitrary computer science 
students, this appears to be a really bad 
assumption.



automated proof assistant 

= 
one TA per student



You: "This... is all you've ever known?"
Me: "Y-y-yes?"



(2014) 
 I was taught from 

Software Foundations, 
and learned Coq and Agda 

in the same course, 
 one after the other, 
 taught by this guy.



(2014–2016) 
 Formalised several 

calculi using Agda, 
 mostly substructural, 

 with this guy.



(2016) 
 Taught Software 

foundations, 
 with this guy. 

 He did most of the 
lecturing, tbh.



(2017) 
 Taught Software 

foundations, 
 with this guy. 

 I gave several additional 
lectures on Agda!





(2018) 
 Taught Programming 
Language Foundations 

 in Agda!



You: "Hold on. Why Agda? Isn't So!ware 
Foundations, just like, fine???"

Me: "Uh... good question!"



My Troubles with Coq...
• everything is done twice,

once in Gallina, once in Ltac:
pair and match vs. split and destruct

• everything is done four times,
'cuz names and notation are different things:
(prod A B) is written (A * B)
(pair A B) is written (A , B)



My Troubles with Coq...
• it's not even just four times! 

!

split
vs. apply pair
vs. constructor 1
vs. constructor
vs. auto

• this landscape of spurious equivalences burdens 
and confuses the students!



...disappear with Agda!
• Agda doesn't have tactics
• everything is done once
_×_ and _,_

• no distinction between name and notation,
the name for the product type is _×_



My Troubles with Coq...
• Ltac code is imperative

you're manipulating an invisible proof stack
• to understand Ltac you have to step through
• Ltac is not readable



...disappear with Agda!
• Agda doesn't have tactics !

• wait, is that fair?



My Troubles with Coq...
"For me, if [induction] was the only thing they 

got out of this course, that would be okay."
— Benjamin Pierce

• induction can be confusing
• induction does the same as destruct, but gives 

you this random other data... sometimes?
• induction interacts with intros



...disappear with Agda!
• in Agda, induction is recursion



You: "Okay. I'm convinced. Let's talk PLFA."



PLFA
by Marko Dimjašević, Wen Kokke, 
Jeremy Siek, Zbigniew Stanasiuk, 
Philip Wadler, and Yasu Watanabe 

 (and 32 other contributors)



How most of PLFA was 
produced:



Our Concerns with Agda...

• is Agda stable enough?
• does the lack of automation blow up proof size?













You: "How does PLFA compare to SF?"
Me: "Uh, we're pretty close, actually..."



New Syllabus

• inductive definitions

• operational 
semantics

• untyped λ-calculus

• simply typed λ-
calculus

• references and 
exceptions

• records and 
subtyping

• Featherweight Java

• functional 
programming

• logic (and Curry-
Howard)

• while programs

• program equivalence

• Hoare Logic

• Coq



• Coq
• while programs
• Hoare Logic
• records and subtyping
• Agda
• untyped λ-calculus
• deBruijn indices
• bidirectional typing







You: "Okay. What are some fundamental 
differences?"



Cultural Differences 
 booleans vs. decidable



Progress and Preservation 
 equals Evaluation















How to Animate a Language

• repeatedly apply progress and preservation:
it's evaluation!

• progress proof is an evaluation strategy:
determines which step you take

• reservations about non-confluent systems







Inherently-Typed Terms 
 & deBruijn indices



 The POPLMark Tarpit

•Dealing carefully with variable binding is 
hard; doing it formally is even harder

•What to do?

• DeBruijn indices?

• Locally Nameless?

• Switch to Isabelle?  Twelf?

• Finesse the problem!
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Cheap Tricks for Substitution



A Cheap Solution

• Observation: If we only ever substitute closed 
terms, then capture-incurring and capture-
avoiding substitution behave the same.

• Second observation [Tolmach]: Replacing the 
standard weakening+permutation with a “context 
invariance” lemma makes this presentation very 
clean.













Formalising languages following ACMM

ext    : (∀ {A}   →     γ ∋ A →     δ ∋ A)   -- extend
         ---------------------------------   -- simultaneous
       → (∀ {A B} → γ , B ∋ A → δ , B ∋ A)   -- renaming
                                             -- ↓
rename : (∀ {A}   →     γ ∋ A →     δ ∋ A)   -- apply
         ---------------------------------   -- simultaneous
       → (∀ {A}   →     γ ⊢ A →     δ ⊢ A)   -- renaming
                                             -- ↓
exts   : (∀ {A}   →     γ ∋ A →     δ ⊢ A)   -- extend
         ---------------------------------   -- simultaneous
       → (∀ {A B} → γ , B ∋ A → δ , B ⊢ A)   -- substitution
                                             -- ↓
subst  : (∀ {A}   →     γ ∋ A →     δ ⊢ A)   -- apply
         ---------------------------------   -- simultaneous
       → (∀ {A}   →     γ ⊢ A →     δ ⊢ A)   -- substitution





System F in Agda, for fun and profit

James Chapman1, Roman Kireev1, Chad Nester2, and Philip Wadler2

1 Input Output HK Ltd, Hong Kong {james.chapman,roman.kireev}@iohk.io
2 University of Edinburgh, UK {cnester,wadler}@inf.ed.ac.uk

Abstract. System F, also known as the polymorphic �-calculus, is a typed �-
calculus independently discovered by the logician Jean-Yves Girard and the com-
puter scientist John Reynolds. We consider F!µ, which adds higher-order kinds
and iso-recursive types. We present the first complete, intrinsically typed, exe-
cutable, formalisation of System F!µ that we are aware of. The work is motivated
by verifying the core language of a smart contract system based on System F!µ.
The paper is a literate Agda script [15]

1 Introduction

System F, also known as the polymorphic �-calculus, is a typed �-calculus indepen-
dently discovered by the logician Jean-Yves Girard and the computer scientist John
Reynolds. System F extends the simply-typed �-calculus (STLC). Under the principle
of Propositions as Types, the! type of STLC corresponds to implication; to this Sys-
tem F adds a 8 type that corresponds to universal quantification. Formalisation of Sys-
tem F is tricky: it, when extended with subtyping, formed the basis for the POPLmark
challenge [10], a set of formalisation problems widely attempted as a basis for compar-
ing di↵erent systems.

System F is small but powerful. By a standard technique known as Church encod-
ing, it can represent a wide variety of datatypes, including natural numbers, lists, and
trees. However, while System F can encode the type “list of A” for any type A that can
also be encoded, it cannot encode “list” as a function from types to types. For that one
requires System F with higher-kinded types, known as System F!. Girard’s original
work also considered this variant, though Reynolds did not.

The basic idea of System F! is simple. Not only does each term have a type, but also
each type has a kind. The first level, relating terms and types, includes an embedding
of STLC (plus quantification); while the second level, relating types and kinds, is an
isomorphic image of STLC.

Church encodings can represent any algebraic datatype recursive only in positive
positions; though extracting a component of a structure, such as finding the tail of a
list, takes time proportional to the size of the structure. Another standard technique,
known as Scott encoding, can formalise any algebraic type whatsoever; and extracting
a component now takes constant time. However, Scott encoding requires a second ex-
tension to System F, to represent arbitrary recursive types, known as System Fµ. The
system with both extensions is known as System F!µ, and will be the subject of our
formalisation.



You: "Did you make the right choice?"
Me: "What do you mean?"

You: "Well, you know, Agda, no tactics?"
Me: "Uh... we should talk..."



Quantitative Type Theory 
 Linear Types by Counting



Formalising languages following QTT

• contexts w/ resource annotations

• count resource usage with 

• contexts parameterised over precontexts on the type level

_ : Ctxt (∅ , A , B , C)

_ = ∅ , 1 ∙ A , 0 ∙ B , 0 ∙ C



Formalising languages following QTT

_ : ∅ , 1 ∙ A , 0 ∙ A # A ⊢ A

_ = ` S Z

_ : ∅ , 1 ∙ A , 1 ∙ A # A ⊢ A

_ = (` Z) · (` S Z)

_ : ∅ , ω ∙ A , 1 ∙ A # A # A ⊢ A

_ = (` Z) · (` S Z) · (` S Z)









Programming Language Foundations in Agda
• it's there for you to use!
• it's free!
• it covers:

• logical foundations
• functional programming
• simply-typed lambda calculus



Programming Language Foundations in Agda
• it's there for you to use!
• it's free!
• soon it will cover:

• system F
• denotational semantics
• whatever you'd like to contribute!
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